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Abstract. Service-Oriented Computing is becoming more and more important. The proliferation of grid and cloud computing is increasing this trend. As a result, more companies than ever before are exposing their Web services on the Internet. This fact has the effect of transforming the web from a repository of data to a repository of service [1]. In this scenario, a software engineer is called to design a software taking into account the opportunity/need of reusing existing services. This requires two issues: - a software engineering methodology that starts from business goals and organization of a given company and arrives to identify which parts can be delegated to external services; - the capability of locating the “most” appropriate services. In fact, while technology and standards, such as Web services, are important, it has been widely recognized that they are not sufficient on their own. Instead, a systematic and comprehensive approach is of critical importance, taking into account the business requirements and following recommended practices. For this reason, even if there are many service-oriented methodology nowadays, Service-Oriented Software Engineering (SOSE) is still an open field. In this thesis we present the definition of a new SOSE methodology. As start, we use Tropos early phases because it is an agent-oriented methodology which bears particular attention to stakeholder needs and requirements.
analysis. Besides, Tropos was already refined in order to support web service design. We leave the first three phases unchanged (*Early and Late Requirements, Architectural Design*) and we focus on the final phases (*Detailed Design and Implementation*). In *Detailed Design* phase we propose a mapping between $i^*$ concepts and BPMN 2.0 elements in order to translate automatically the $i^*$ diagram derived from the previous phases in a workflow language. Moreover we provide formal methods and techniques to select code and services in order to reuse them inside the to-be application. Finally, in *Implementation* phase we propose a mapping BPMN - Alan (an agent-object oriented programming language) to produce automatically an executable application. We present a case study from e-commerce and we use it to show how to apply our methodology step by step.
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1 Problem statement and objectives

A number of SOA methodologies such as IBM RUP/SOMA, SOAF, SOUP, etc. have been proposed to ensure successful SOA development. IBM RUP/SOMA [2] is an integrated methodology developed by IBM in a will to bring unique aspects of SOMA to RUP. However, because SOMA is a proprietary methodology of IBM, its full specification is not available. Service Oriented Architecture Framework (SOAF) [3] methodology aim is to ease the service identification, definition and realization activities by combining a top-down modeling of an existing business process with a bottom-up analysis of existing applications. The methodology by Papazoglou [4] is SOA development methodology that covers a full SOA lifecycle. It is partly based on well-established development methodologies as RUP, Component-based Development and BPM. The methodology by Thomas Erl [5, 6] is a step by step guide through the two main phases: service-oriented analysis and design. Service-oriented Unified Process [7] or SOUP is a hybrid software engineering methodology that is targeted at SOA projects and is primarily based on the Rational Unified Process. In the BPMN to BPEL [8] methodology the business process is expressed in an abstract model (BPMN) and according to transformation rules it is automatically mapped to an execution language (BPEL) that can be executed by a process engine. Even considering the specific characteristics of services during design, most of the proposal methods do not provide specific approaches for the requirements engineering phase. The analyzed SOA methodologies are built upon and incorporate existing and proven techniques, notations such as OOAD (Object-Oriented Analysis and Design), CBD (Component-Based Development), BPM (Business Process Management), WSDL, BPEL, UML. However, the service paradigm introduces unique requirements that should be addressed by innovative techniques. For this reason we introduce also a requirements-driven methodology, called Tropos that comes from agent-oriented software engineering but fits for our purpose. Tropos is a well known software development methodology which is founded on the i* [9] organizational modeling framework. i* offers concepts such as actor (actor can be agents, positions or roles), as well as social dependencies among actors, including goal, softgoal, task and resource dependencies. Tropos has five phases: Early requirements, Late requirements, Architectural Design, Detailed Design, Implementation. Tropos framework has been related to different application areas, including requirements engineering, software processes, and business process reengineering. In particular has been extended also for service engineering ([10, 11, 12, 13]). In these works, however, the Tropos methodology is used for the early phases of the service design and is not complete. In fact, they only describe the business organization (intentional aspects of the problem) but do not address the workflow description. They directly derive from intentional aspects the capacities that services must have.

2 Research planning and activities

From our point of view, the current SOSE methodologies lack in several aspects, namely:
Even if it is widely recognized the importance of deriving a SOA design from business needs, no methodology covers both preliminary and detailed design phases. Most of the proposed methodologies focus on architecture and component design (e.g. IBM RUP/SOMA, SOAF, SOUP, etc.) and do not deepen how the business and organizational model can be derived by requirements. Some methodologies (e.g. Tropos) focus on the preliminary phases but do not deepen how services can be identified, selected, and composed.

Even if formal methods have been widely used into the web service research area, usually they are not integrated in a clear and well defined software engineering methodology. Most of the works usually focus on the specific problem they try to solve, e.g. selection, composition, and so on.

For these reasons we decided to create a new methodology:

- Concerning the early stages of the service candidate identification (i.e. the creation of the business model) we decided to adopt Tropos that uses i* as modelling language.
- Regarding the final stage of the service candidate identification we use BPMN 2.0. We provide a mapping to switch automatically from i* to BPMN in order to create the service model from business model. We have chosen BPMN as modelling language because it is a standard as well as it is more understandable than for example UML. In this way the design validation phase continues even after the early stages where the designer uses i*. In fact, since the BPMN is understandable to the stakeholders they can continue to follow the design.
- Concerning the stage of implementation we provide the designer with the possibility of using directly a programming language (Alan) showing an automated mapping BPMN-Alan. Moreover we allow to use code and services already existing through a mechanism of automatic selection. The designer can use a high-level language such as BPMN to easily create a specification, a facsimile to what he or she wants to obtain. In this way, is provided the ability to reuse code already written (by himself/herself or by others) or invoke external services to delegate entire operations.

The main advantages of our methodology are:

- We derive a workflow from intentional aspects, and we allow the designer to modify and complete it.
- We use semantic annotation to ease interoperability.
- We give the opportunity to identify services and then select them automatically. We perform the identification process manually and in this work we do not examine it in depth because there are works [14, 15] that perform this automatically.
- We give the opportunity to perform service composition.

### 3 Analysis and discussion of main results

In this Section we show in detail our methodology (see Figure 1). Since we used the first three phases of Tropos that are already formalized in [10, 11, 12], we do not explain them. Instead we go into detail of the four and five phase (Detailed Design and Implementation).
3.1 Detailed Design

The Detailed Design phase consists in four sub-phases: \(i^*\) to BPMN Mapping, BPMN Detail, Service & Code Selection and lastly Composition.

3.1.1 \(i^*\) to BPMN 2.0 Mapping

As mentioned before, we decided to use BPMN language to represent actor communications and actor behaviors at Detailed Design phase. Hence the first step of this phase is to convert the \(i^*\) diagram of the previous phase into a BPMN diagram. We created a mapping between the \(i^*\) constructs and the BPMN 2.0 elements, so it is possible to do the translation in an automatic way. In Table 1 we show our mapping.

3.1.2 Detail BPMN

The first automated step generates a BPMN skeleton with all the concepts and elements that are present in \(i^*\) Architectural Design graph. As expected, this skeleton may be not directly executable or even directly translatable into a programming language. So, in this second step the designer has to refine the diagram in order to make it complete and eventually runnable. The operations he should perform are:

- detail the content of each plan in order to make them runnable
3.1.3 Service & Code Selection

As a result of the previous step, for each plan the designer decided to detail in BPMN we have an annotated process. For these plans, he chose to benefit of our automated
selection system, instead of implement directly them. Every single process represents the designer’s requirement of how the respective plan should work. Therefore, in this step we perform the actual selection process. In a few words, we provide a framework in which the annotated BPMN is translated into a temporal logic formula and used to check if there is a similar process into a repository of processes. Our methodology provides two different kinds of selection: local and remote selection. In the local selection our framework search for possible matches in a local repository of source code. This is the case when the designer want to reuse some existing code and paste it in the system instead of rewriting it. On the other hand, in the remote selection the search is done in a remote repository of web services. In this case our framework will find a web service that can be invoke remotely, with no need of copy and paste some code into the designer’s code. It is up to the designer to choose which selection to use, and the choice must be made in the previous phase (i.e. Architectural Design phase). If the designer wants to find a remote service he has to create in the first place an external role in his system and then a Task Dependency involving this role as dependee. Consequently our mapping creates in BPMN a Service task associated with a message to a subprocess in which the designer details his requirements. After the selection is complete our framework set the parameters of the selected web service to the Service Task that is responsible to invoke it and ignore the subprocess that is no longer needed. In all the other cases (i.e. task inside the system and Task Dependency with an internal actor) our framework performs local selection.

3.1.4 Composition

In this last step we have to compose the processes (i.e. code or services) selected previously. After the selection step, our system replace the annotated BPMN used for requirement with the retrieved code or service. This is an automated process, and it is not enough. In fact, the several services obtained must be composed in order to work properly. This composition is possible manually by the designer or automated with traditional planning techniques. It is also possible that in this step we do not have any results from the previous selection process, because there are no services (or code) that fulfill his/her requirements. In this case the designer has to refine the workflow in order to change or simply relax the specifications. To do that, the designer goes back to the second step, refines the annotated BPMN and repeats the selection. This iteration ends when all the requirements are fulfilled and it is possible to start the implementation phase.

3.2 Implementation

First of all, we want to point out that BPMN 2.0 is an executable language so, in principle, the diagram obtained from the design phase can be execute directly in a BPMN engine. Since the BPMN stays at an high level and in many cases this is not enough, it is often necessary to use a real programming language. We decided to use Alan as programming language because it is a language that combine both agent-oriented and object-oriented programming. Moreover, Alan is great to translate business and social elements to programming concepts, helping us to reduce the semantic gap between the final system and its operational environment. In Table 2 we present the mapping between BPMN elements and Alan classes. The mapping i*-Alan has already been formalized in [16] and we used it to create our translation in Alan.
Table 2. BPMN 2.0 – Alan Mapping

<table>
<thead>
<tr>
<th>BPMN 2.0 element</th>
<th>Alan class</th>
</tr>
</thead>
<tbody>
<tr>
<td>Pool</td>
<td>Alan agent</td>
</tr>
<tr>
<td>Lane</td>
<td>We translate only the content of the Lane and not the Lane itself</td>
</tr>
<tr>
<td>Event</td>
<td>Desire</td>
</tr>
<tr>
<td>Sub-Process</td>
<td>Plan</td>
</tr>
<tr>
<td>Data Object</td>
<td>Belief</td>
</tr>
<tr>
<td>Parallel gateway outside Sub-Processes</td>
<td>Desire ANDlist</td>
</tr>
<tr>
<td>Exclusive gateway outside Sub-Processes</td>
<td>Desire ORlist</td>
</tr>
<tr>
<td>Message flow between Pools</td>
<td>Message exchange between Alan agents</td>
</tr>
<tr>
<td>Service Task</td>
<td>Plan with Java code inside planbody()</td>
</tr>
<tr>
<td>Data Object Association</td>
<td>Belief inside Alan class</td>
</tr>
<tr>
<td>Text Annotation</td>
<td>Comment</td>
</tr>
<tr>
<td>Normal sequence flow of Activity</td>
<td>Sequential operations</td>
</tr>
<tr>
<td>Split Exclusive Gateway</td>
<td>if/else if/else conditional statement</td>
</tr>
<tr>
<td>Split Parallel Gateway</td>
<td>Threading</td>
</tr>
<tr>
<td>Join Exclusive Gateway</td>
<td>Conditional statement</td>
</tr>
<tr>
<td>Loop</td>
<td>while statement</td>
</tr>
<tr>
<td>Exception Flow</td>
<td>try/catch statement</td>
</tr>
</tbody>
</table>

4 Conclusions

In this work we have presented the definition of a new SOSE methodology. We have shown the motivation behind the creation of it and the importance of a new well defined and formally founded methodology. As start, we used Tropos early phases because it is an agent-oriented methodology which bears particular attention to stakeholder needs and requirements analysis. Besides, Tropos was already refined in order to support web service design ([10, 11, 12, 13]). Since we wanted to have a complete methodology and the previous work with Tropos were incomplete regarding the final phases, we decided to create this new methodology based on Tropos. We have left the first three phases unchanged (Early and Late Requirements, Architectural Design) and we have focused on the final phases (Detailed Design and Implementation). In Detailed Design phase we have proposed a mapping between i* concepts and BPMN 2.0 elements in order to translate automatically the i* diagram derived from the previous phases in a workflow language. Moreover we have provided formal methods and techniques to select code and services in order to reuse them inside the to-be application. Finally, in Implementation phase we have proposed a mapping BPMN - Alan to produce automatically an executable application. We have presented a case study from e-commerce and we have used it to show how to apply our methodology step by step. About future work, our methodology should be tested on a large set of real cases in order to validate it. In fact, meanwhile the selection process has been already extensively tested, the whole methodology process is new and untested. Besides, it should be created an integrated framework for our methodology, since currently there are a lot of separated tools doing everyone a part of the process.
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